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# Abstract

One of the Twit-Con-Pro project’s primary focuses where to prove that big data processing and visualisation is possible using free open-source software combined with inexpensive hardware and not reserved for enterprise domain.

Twit-Con-Pro sources data from Twitter and attempts to visualise sentiment around a topic, the specific topics chosen for this project was US and SA Elections. Categories representing the political parties and candidates were defined in order to visualise the positivity and/or negativity around each category as well as the combined sentiment across the categories.

This report focus on the design and development of the Data Visualisation component of the Twit-Con-Pro project. The Data Visualisation component is a web based component made possible with technologies such as HTML, JavaScript, D3 (Data Driven Documents), Bootstrap, Node.js and the Node.js Express Framework.
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Figure 1- Sample View of the rendered dashboard and Graph Views

# Introduction

Data Visualisation is key to understanding large sets of data. Graphically representing data allows the human mind to better comprehend abstracted views and makes it easier to identify trends, patterns and anomalies not easily identifiable when looking at data in more traditional forms such as spreadsheets.

The Twit-Con-Pro Data Visualisation Component does just that. It essentially translate data from the Data Processing Component into vector graphics through various graphs. The types of charts chosen are:

* Word Cloud
* Bar Charts
* Streamgraphs
* Heat Maps

Furthermore, this is all done using open-source software such as Node.js, D3, and commodity hardware, a Raspberry-PI 3.

# Background

The business case was to visualise sentiment around topics sourcing data from Twitter. US and SA Elections was the two topics focused on. Under the US Elections topic, two categories were chosen, Clinton and Trump with ANC, DA and EFF being the SA Elections categories.

Initially the project team decided to do small POCs (Proof of Concepts) to understand which technologies can be used to develop a data visualisation solution on the Raspberry-PI hardware. Investigation shown various options existed on the latest Raspberry-PI 3 using the Raspbain OS which is a flavour of Debian part of the Linux Operating systems family.

# Requirements

The following is a list of the key requirements.

## Functional

* Represent the total amount of tweets mentioning a category in comparison
* Represent data over time in daily and hourly increments
* Represent the sentiment for a category in a positive and negative light (Con-Pro)

## Non-functional

* The concept of representing sentiment should be generic, in other words, the solution should be able to represent topics other than the US and SA Elections
* The charts should be scalable / responsive
* The charts should be represented side by side so that comparisons can be drawn across charts
* The solution had to run on commodity hardware such as the Raspberry-PI
* Data was to be present in such a way that comparisons can be drawn

# Approach

A web based component was chosen as client-browsers devices would then share the processing required to render charts. Research also shown availability of various open-source web based technologies existed.

A responsive dashboard containing more than one chart was decided on as it would allow cross comparison between charts.

Data file would be placed in a specific directory structure that the Data Visualisation could understand and the Data visualisation framework would simply serve the data from these locations to the data views requesting the information.

Data would be provided to the Data Visualisation component at such a level that little to no aggregation or transformation was to be necessary.

# Challenges

Project challenges included collaboration and communication. These were mitigated early on with weekly project meetings and online collaboration tools.

By far the greatest Data Visualisation specific challenge faced was learning the D3 component. D3 was chosen for its versatility and ability to handle complex datasets and inheritably required a deep understanding of digesting complex data sets into various SVG element and attributes. D3 contains power data processing functions such as map reducing, nesting and scalar type functions returning other functions or data allowing the translation of domain data into graphics.

# Design Overview

This section describes how the Data Visualisation Component was designed starting with a conceptual view, technologies used followed by describing each of the sub components.

## Conceptual

The Data Visualisation Component comprises of two parts:

* The Framework – Responsible for hosting the Graph Views based on a set of configuration Models.
* The Graph Views – Responsibly for representing the data provided by the Data Processing Component given the configuration defined by the Framework.

Both the Framework and Graph views are strutted similarly in an MVC implementation.

The MVC pattern was considered and implemented as it provided a method of modularisation and separation of concerns. The Data Visualisation Component was thus split into the three main modules, Views, Controllers and Data Models.

![](data:image/png;base64,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)

Figure 2 – Depiction of the MVC pattern

Applying the MVC pattern also allowed for one controller method to be utilised by many views and one view to utilise many controller methods thus maximising reusability and portability of components. The separated concerns means that the views component was not dependant on how the controller logic acquired data, only that the controller logic can acquire data of a consumable format. This further supported Software engineering principals like Coupling and Cohesion.

The Visualisation Framework itself followed the same MVC pattern. Configuration files were created to further decouple views/graphs from the data sources. These configuration files can be seen as the Framework’s Data Models.

## Technologies Used

### Node.js

Node.js is one of the technologies shipped with Raspbian however an update was required as the version was quite old. Node.js (1), built on the Google Chrome’s V8 (2) engine allows for powerful JavaScript stand-alone applications to be host locally or on a server.

Node.js was also chosen as this meant the entire Data Visualisation Component (browser and server-side components) could be written without using too many programming languages, beneficial from an academic point of view as it meant less languages to learn.

### Node.js – Express Framework

The Node.js Express Framework was chosen as the server-side technology as it allows for serving both static and dynamic content with little coding necessary.

There are many ways to write a web application in Node.js, the Express Framework is merely one of the frameworks making this possible and within the Express Framework, there’s more than one way of writing a web application.

The Express framework supports a MVC implementation. One of the supporting components in the Express Framework is the Router component allowing the HTTP requests to be handled specific functions based on the specified request path/route. Routes were logically grouped into script files.

### Node.js – File System

Twit-Con-Pro uses JSON files as a standard for transferring data between the components. JSON files were thus chosen as the storage medium for the Data Models as it meant no additional complexity were required for storing data.

Node.js ships with a module called ‘fs’ allowing for the reading and writing of the data model JSON files.

### Node.js Twig.js

Twig.js was chosen as a HTML templating tool to allow the controllers to embed data when rending the views.

Twig (1) is a PHP based HTML templating engine and was ported to Node.js as an Open Source Initiative.

Twig.js was considered over other components such as Vash and Bliss as it is more popular based on download history and the team had prior Twig experience.

### Bootstrap

Bootstrap is an Open Source Initiative and was chosen to allow for a responsive UI. This allowed for creating a response base without having to specifically code for it (2).

Bootstrap Panels were used as a container for the Graph Views. These panels are then placed on the dashboard using a Bootstrap Grid allowing for panels to respond to different viewpoints to further aid responsiveness.

### D3

D3 (Data Driven Documents) was chosen for its versatility and ability to handle complex datasets. D3 works with standard web technologies such as HTML, SVG, CSS and JavaScript allowing for powerful, interactive data visualisations (3).

D3 made possible the translation of domain data into scalable vector graphics.

All charts except for the Word Cload were generated using the D3 component. Common functions includes ‘scale.liniar’ and ‘scale.ordinal’ aiding generation of X- and Y-Axis labels, and the ‘select’ and ‘data’ function combinations which created elements based on the dataset provided.

Other technologies considered were Chart.js, FusionCharts and InfoVis however did not provide the flexibility that D3 offered.

### Wordcloud2.js

Wordcloud2.js was chosen due to its simplicity. Wordcloud2.js produces a 2 dimensional set of words from a list of words and a count value where the word with the highest count, has the largest font size.

Word clouds are typically used to visually represent popular words in a context. In context of Twit-Con-Pro this was chosen to better understand if there were a set of specific words that could better provide context around the sentiment.

## Physical Project Structure

The Data Visualisation Component is a stand-alone web application. To best describe the physical structure one can look at the folder structure of the application.

|  |
| --- |
|  |

Figure 3 – Snippet from NetBeans Project Explorer View

The main.js file contained in the root of the application is the script executed at start up. This script instantiates the project, loading the Express Framework and then listens on the specified port for HTTP request.

The MVC implementation can be seen by observing the folder structure containing a separate sub folder for ‘data’(Data **Model**), ‘views’ (**View**) and controllers (**Controller**).

One exception is the Framework’s Data Model is not contained in the ‘data’ folder and rather placed in the ‘config’ folder as the Graph View’s Data Model root location is a configurable value to allow for different applications of the Data Visualisation Component.

## The Framework

The Framework consists primarily of a Dashboard component and a settings component.

### Dashboard

The dashboard component is loaded when a web client browser request to load the site by navigating to <http://localhost:8081> (given the component is hosted on the local machine). The Index Controller handles this request by loading the index.json Data Model which contains the Panel configuration.

An entry in the Panel configuration represented a graph view and its properties including which controller method it should use to retrieve its data from.

|  |
| --- |
|  |

Figure 4 - Snippet from the index.json Data Model

The Index Controller will then fetch the topic configuration to retrieve the topic name for display purposes. These Data Models are then bound to the View by calling the Twig.js rendering component within the HTTP response builder method ‘res.render’.

The Index View template contains twig functions to render a panel containing each of the Graph Views configured in the index.json Data Model.

|  |
| --- |
|  |

Figure 5 – Partial Code Snippet from the index.html.twig View

The output of the rendering combined for the

### Settings

## Data Models

All Data Models are contained in JSON files. The Data Models are essentially the output of the Data Processing Component

### Category Color

|  |
| --- |
|  |

Figure – Snippet from the CategoryColors.json Data Model

|  |  |
| --- | --- |
| **Field** | **Description** |
| Category | The Name of the category |
| Color | The primary colour to represent the category |
| ConColor | The colour to use represent negative sentiment for the category |

Figure – Field Description

### Category Count per Day and Category Count per Hour

|  |
| --- |
|  |

Figure – Snippet from the CategoryCountPerDay.json Data Model

|  |  |
| --- | --- |
| **Field** | **Description** |
| Date | Date and time of the collected data |
| Data | Array containing an entry for each category |
| * Category | The Name of the category |
| * Count | Amount of Tweets mentioning the category within the time period |

Figure 9 – Field Description

### Category Summary

|  |
| --- |
|  |

Figure – Snippet from the CategorySummary.json Data Model

|  |  |
| --- | --- |
| **Field** | **Description** |
| Category | The Name of the category |
| Pro | Total Amount of Tweets mentioning the category positively |
| Con | Total Amount of Tweets mentioning the category negatively |
| Count | Total Amount of Tweets mentioning the category |

Figure 11 – Field Description

### Con-Pro Count per Hour

|  |
| --- |
|  |

Figure – Snippet from the ConProCountPerHour.json Data Model

|  |  |
| --- | --- |
| **Field** | **Description** |
| Date | Date and time of the collected data |
| Data | Array containing an entry for each category |
| * Category | The Name of the category |
| * ProCount | Amount of Tweets mentioning the category positively within the time period |
| * ConCount | Amount of Tweets mentioning the category negatively within the time period |

Figure 13 – Field Description

### Word Count

|  |
| --- |
|  |

Figure - Snippet from the WordCount.json Data Model

|  |  |
| --- | --- |
| **Field** | **Description** |
| word | The word |
| count | Amount of times the word appear in the entire dataset |

Figure 15 – Field Description

## Controllers

todo

## Class Diagram

todo

## Graphing Components/Views

todo

## Testing

Testing was performed by the developer and during the weekly team meeting, the new functionality was demoed to the team.

A mock Data Model (sa-2016-Mock) was created to represent each data source to allow for testing of the Graphs.

Responsive UI testing was performed by resizing the browser windows and by making use of Google Chrome Developer Tools’ device toggle functionality.

# Recommendations

Various graphs

The Summary bar char information could better be represented in a pi chart.

Automated Unit testing

# Conclusion

todo
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